The following tools, frameworks, and modules are required for this tutorial:

- Node.js (recommended version)  
- Angular CLI 1.5  
- Angular 5  
- MongoDB  
- Express.js  
- Mongoose.js  
- IDE or Text Editor

We assume that you already installed Node.js and runnable in the Terminal (Linux/Mac) or Node.js command line (Windows). Also, you have installed MongoDB and run Mongo daemon on your machine.

**1. Update Angular CLI and Create Angular 5 Application**

First, we have to update the Angular CLI to the latest version (1.5 when this tutorial was written). Open the terminal or Node command line then go to your projects folder. Type this command for updating Angular CLI.

sudo npm install -g @angular/cli

You can exclude `sudo` when you update or install Angular CLI on Windows/Node command line. Now, type this command to create new Angular 2 application.

ng new mean-angular5

Go to the newly created application folder.

cd ./mean-angular5

Run the Angular 2 application by typing this command.

ng serve

You see the compilation process faster than the previous Angular version.

\*\* NG Live Development Server is listening on localhost:4200, open your browser on http://localhost:4200/ \*\*

Date: 2017-11-10T23:12:58.186Z                                                - Hash: a8de16d629b34a42bbda

Time: 9459ms

chunk {inline} inline.bundle.js (inline) 5.79 kB [entry] [rendered]

chunk {main} main.bundle.js (main) 20.6 kB [initial] [rendered]

chunk {polyfills} polyfills.bundle.js (polyfills) 553 kB [initial] [rendered]

chunk {styles} styles.bundle.js (styles) 33.8 kB [initial] [rendered]

chunk {vendor} vendor.bundle.js (vendor) 7.03 MB [initial] [rendered]

webpack: Compiled successfully.

Now, open the browser then go to `http://localhost:4200` you should see this page.
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**2. Replace Web Server with Express.js**

Close the running Angular app first by press `ctrl+c` then type this command for adding Express.js modules and it dependencies.

npm install --save express body-parser morgan body-parser serve-favicon

Then, add bin folder and www file inside bin folder.

mkdir bin

touch bin/www

Open and edit www file then add this lines of codes.

#!/usr/bin/env node

/\*\*

 \* Module dependencies.

 \*/

var app = require('../app');

var debug = require('debug')('mean-app:server');

var http = require('http');

/\*\*

 \* Get port from environment and store in Express.

 \*/

var port = normalizePort(process.env.PORT || '3000');

app.set('port', port);

/\*\*

 \* Create HTTP server.

 \*/

var server = http.createServer(app);

/\*\*

 \* Listen on provided port, on all network interfaces.

 \*/

server.listen(port);

server.on('error', onError);

server.on('listening', onListening);

/\*\*

 \* Normalize a port into a number, string, or false.

 \*/

function normalizePort(val) {

  var port = parseInt(val, 10);

  if (isNaN(port)) {

    // named pipe

    return val;

  }

  if (port >= 0) {

    // port number

    return port;

  }

  return false;

}

/\*\*

 \* Event listener for HTTP server "error" event.

 \*/

function onError(error) {

  if (error.syscall !== 'listen') {

    throw error;

  }

  var bind = typeof port === 'string'

    ? 'Pipe ' + port

    : 'Port ' + port;

  // handle specific listen errors with friendly messages

  switch (error.code) {

    case 'EACCES':

      console.error(bind + ' requires elevated privileges');

      process.exit(1);

      break;

    case 'EADDRINUSE':

      console.error(bind + ' is already in use');

      process.exit(1);

      break;

    default:

      throw error;

  }

}

/\*\*

 \* Event listener for HTTP server "listening" event.

 \*/

function onListening() {

  var addr = server.address();

  var bind = typeof addr === 'string'

    ? 'pipe ' + addr

    : 'port ' + addr.port;

  debug('Listening on ' + bind);

}

To make the server run from bin/www, open and edit "package.json" then replace "start" value.

"scripts": {

  "ng": "ng",

  "start": "ng build && node ./bin/www",

  "build": "ng build",

  "test": "ng test",

  "lint": "ng lint",

  "e2e": "ng e2e"

},

Now, create app.js in the root of project folder.

touch app.js

Open and edit app.js then add all this lines of codes.

var express = require('express');

var path = require('path');

var favicon = require('serve-favicon');

var logger = require('morgan');

var bodyParser = require('body-parser');

var book = require('./routes/book');

var app = express();

app.use(logger('dev'));

app.use(bodyParser.json());

app.use(bodyParser.urlencoded({'extended':'false'}));

app.use(express.static(path.join(\_\_dirname, 'dist')));

app.use('/books', express.static(path.join(\_\_dirname, 'dist')));

app.use('/book', book);

// catch 404 and forward to error handler

app.use(function(req, res, next) {

  var err = new Error('Not Found');

  err.status = 404;

  next(err);

});

// error handler

app.use(function(err, req, res, next) {

  // set locals, only providing error in development

  res.locals.message = err.message;

  res.locals.error = req.app.get('env') === 'development' ? err : {};

  // render the error page

  res.status(err.status || 500);

  res.render('error');

});

module.exports = app;

Next, create routes folder then create routes file for the book.

mkdir routes

touch routes/book.js

Open and edit `routes/book.js` file then add this lines of codes.

var express = require('express');

var router = express.Router();

/\* GET home page. \*/

router.get('/', function(req, res, next) {

  res.send('Express RESTful API');

});

module.exports = router;

Now, run the server using this command.

npm start

You will see the previous Angular landing page when you point your browser to `http://localhost:3000`. When you change the address to `http://localhost:3000/book` you will see this page.

![MEAN Stack (Angular 5) CRUD Web Application Example - Express RESTful API response](data:image/png;base64,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)

Now, we have RESTful API with the compiled Angular 5 front end.

**3. Install and Configure Mongoose.js**

We need to access data from MongoDB. For that we will install and configure Mongoose.js. On the terminal type this command after stopping the running Express server.

npm install --save mongoose bluebird

Open and edit `app.js` then add this lines after another variable line.

var mongoose = require('mongoose');

mongoose.Promise = require('bluebird');

mongoose.connect('mongodb://localhost/mean-angular5', { useMongoClient: true, promiseLibrary: require('bluebird') })

  .then(() =>  console.log('connection succesful'))

  .catch((err) => console.error(err));

Now, run MongoDB server on different terminal tab or command line or run from the service.

mongod

Next, you can test the connection to MongoDB run again the Node application and you will see this message on the terminal.

connection succesful

If you are still using built-in Mongoose Promise library, you will get this deprecated warning on the terminal.

(node:42758) DeprecationWarning: Mongoose: mpromise (mongoose's default promise library) is deprecated, plug in your own promise library instead: http://mongoosejs.com/docs/promises.html

That's the reason why we added `bluebird` modules and register it as Mongoose Promise library.

**4. Create Mongoose.js Model**

Add a models folder on the root of project folder for hold Mongoose.js model files.

mkdir models

Create new Javascript file that uses for Mongoose.js model. We will create a model of Book collection.

touch models/Book.js

Now, open and edit that file and add Mongoose require.

var mongoose = require('mongoose');

Then add model fields like this.

var BookSchema = new mongoose.Schema({

  isbn: String,

  title: String,

  author: String,

  description: String,

  published\_year: String,

  publisher: String,

  updated\_date: { type: Date, default: Date.now },

});

That Schema will mapping to MongoDB collections called book. If you want to know more about Mongoose Schema Datatypes you can find it [here](http://mongoosejs.com/docs/schematypes.html). Next, export that schema.

module.exports = mongoose.model('Book', BookSchema);

**5. Create Routes for Accessing Book Data via Restful API**

Open and edit again "routes/book.js” then replace all codes with this.

var express = require('express');

var router = express.Router();

var mongoose = require('mongoose');

var Book = require('../models/Book.js');

/\* GET ALL BOOKS \*/

router.get('/', function(req, res, next) {

  Book.find(function (err, products) {

    if (err) return next(err);

    res.json(products);

  });

});

/\* GET SINGLE BOOK BY ID \*/

router.get('/:id', function(req, res, next) {

  Book.findById(req.params.id, function (err, post) {

    if (err) return next(err);

    res.json(post);

  });

});

/\* SAVE BOOK \*/

router.post('/', function(req, res, next) {

  Book.create(req.body, function (err, post) {

    if (err) return next(err);

    res.json(post);

  });

});

/\* UPDATE BOOK \*/

router.put('/:id', function(req, res, next) {

  Book.findByIdAndUpdate(req.params.id, req.body, function (err, post) {

    if (err) return next(err);

    res.json(post);

  });

});

/\* DELETE BOOK \*/

router.delete('/:id', function(req, res, next) {

  Book.findByIdAndRemove(req.params.id, req.body, function (err, post) {

    if (err) return next(err);

    res.json(post);

  });

});

module.exports = router;

Run again the Express server then open the other terminal or command line to test the Restful API by type this command.

curl -i -H "Accept: application/json" localhost:3000/book

If that command return response like below then REST API is ready to go.

HTTP/1.1 200 OK

X-Powered-By: Express

Content-Type: application/json; charset=utf-8

Content-Length: 2

ETag: W/"2-l9Fw4VUO7kr8CvBlt4zaMCqXZ0w"

Date: Fri, 10 Nov 2017 23:53:52 GMT

Connection: keep-alive

Now, let's populate Book collection with initial data that sent from RESTful API. Run this command to populate it.

curl -i -X POST -H "Content-Type: application/json" -d '{ "isbn":"123442123, 97885654453443","title":"Learn how to build modern web application with MEAN stack","author": "Didin J.","description":"The comprehensive step by step tutorial on how to build MEAN (MongoDB, Express.js, Angular 5 and Node.js) stack web application from scratch","published\_year":"2017","publisher":"Djamware.com" }' localhost:3000/book

You will see this response to the terminal if success.

HTTP/1.1 200 OK

X-Powered-By: Express

Content-Type: application/json; charset=utf-8

Content-Length: 415

ETag: W/"19f-SB/dEQyffaTjobOBJbvmwCn7WJA"

Date: Fri, 10 Nov 2017 23:58:11 GMT

Connection: keep-alive

{"\_\_v":0,"isbn":"123442123, 97885654453443","title":"Learn how to build modern web application with MEAN stack","author":"Didin J.","description":"The comprehensive step by step tutorial on how to build MEAN (MongoDB, Express.js, Angular 5 and Node.js) stack web application from scratch","published\_year":"2017","publisher":"Djamware.com","\_id":"5a063d123cf0792af12ce45d","updated\_date":"2017-11-10T23:58:10.971Z"}MacBook-Pro:mean-angular5

**6. Create Angular 5 Component for Displaying Book List**

To create Angular 5 Component, simply run this command.

ng g component book

That command will generate all required files for build book component and also automatically added book component to app.module.ts.

create src/app/book/book.component.css (0 bytes)

create src/app/book/book.component.html (23 bytes)

create src/app/book/book.component.spec.ts (614 bytes)

create src/app/book/book.component.ts (321 bytes)

update src/app/app.module.ts (390 bytes)

Before add any functionality to the component, we need to add `HttpClientModule` to `app.module.ts`. Open and edit `src/app/app.module.ts` then add this import.

import { FormsModule } from '@angular/forms';

import { HttpClientModule } from '@angular/common/http';

Add it to `@NgModule` imports after `BrowserModule`.

imports: [

  BrowserModule,

  FormsModule,

  HttpClientModule

],

Now, we will making a request to Book RESTful API using this Angular `HttpClient` module. Open and edit `src/app/book/book.component.ts` then add this import.

import { HttpClient } from '@angular/common/http';

Inject `HttpClient` to the constructor.

constructor(private http: HttpClient) { }

Add array variable for holding books data before the constructor.

books: any;

Add a few lines of codes for getting a list of book data from RESTful API inside `ngOnInit` function.

ngOnInit() {

  this.http.get('/book').subscribe(data => {

    this.books = data;

  });

}

Now, we can display the book list on the page. Open and edit `src/app/book/book.component.html` then replace all tags with this lines of HTML tags.

<div class="container">

  <h1>Book List</h1>

  <table class="table">

    <thead>

      <tr>

        <th>Title</th>

        <th>Author</th>

        <th>Action</th>

      </tr>

    </thead>

    <tbody>

      <tr \*ngFor="let book of books">

        <td>{{ book.title }}</td>

        <td>{{ book.author }}</td>

        <td>Show Detail</td>

      </tr>

    </tbody>

  </table>

</div>

That HTML tags include style class from Bootstrap CSS library. Open and edit `src/index.html` then add the Bootstrap CSS and JS library.

<!doctype html>

<html lang="en">

<head>

  <meta charset="utf-8">

  <title>MeanAngular5</title>

  <base href="/">

  <meta name="viewport" content="width=device-width, initial-scale=1">

  <link rel="icon" type="image/x-icon" href="favicon.ico">

  <!-- Latest compiled and minified CSS -->

  <link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap.min.css" integrity="sha384-BVYiiSIFeK1dGmJRAkycuHAHRg32OmUcww7on3RYdg4Va+PmSTsz/K68vbdEjh4u" crossorigin="anonymous">

  <!-- Optional theme -->

  <link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/css/bootstrap-theme.min.css" integrity="sha384-rHyoN1iRsVXV4nD0JutlnGaslCJuC7uwjduW9SVrLvRYooPp2bWYgmgJQIXwl/Sp" crossorigin="anonymous">

</head>

<body>

  <app-root></app-root>

  <!-- Latest compiled and minified JavaScript -->

  <script src="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7/js/bootstrap.min.js" integrity="sha384-Tc5IQib027qvyjSMfHjOMaLkfuWVxZxUPnCJA7l2mCWNIpG9mGCD8wGNIcPD7Txa" crossorigin="anonymous"></script>

</body>

</html>

**7. Create Angular 5 Routes to Book Component**

To use book component as default landing page, open and edit `src/app/app.module.ts` the add import for Routing.

import { RouterModule, Routes } from '@angular/router';

Create constant router for routing to book component before `@NgModule`.

const appRoutes: Routes = [

  {

    path: 'books',

    component: BookComponent,

    data: { title: 'Book List' }

  },

  { path: '',

    redirectTo: '/books',

    pathMatch: 'full'

  }

];

In @NgModule imports, section adds ROUTES constant, so imports section will be like this.

imports: [

  BrowserModule,

  HttpClientModule,

  RouterModule.forRoot(

    appRoutes,

    { enableTracing: true } // <-- debugging purposes only

  )

],

To activate that routes in Angular 5, open and edit `src/app/app.component.html` then replace all codes with this.

<router-outlet></router-outlet>

Now, we have to test our MEAN app with only list page. Build then run the application.

npm start

You should see this page when pointing to `http://localhost:3000` or `http://localhost:3000/books`.
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**8. Create Angular 5 Component for Displaying Book Detail**

Same as previous section, type this command to generate new component.

ng g component book-detail

Add router to `src/app/app.module.ts` routes constant.

const appRoutes: Routes = [

  {

    path: 'books',

    component: BookComponent,

    data: { title: 'Book List' }

  },

  {

    path: 'book-details/:id',

    component: BookDetailComponent,

    data: { title: 'Book Details' }

  },

  { path: '',

    redirectTo: '/books',

    pathMatch: 'full'

  }

];

Open and edit `src/app/book-detail/book-detail.component.ts`. Replace all codes with this.

import { Component, OnInit, ViewEncapsulation } from '@angular/core';

import { HttpClient } from '@angular/common/http';

import { ActivatedRoute } from '@angular/router';

@Component({

  selector: 'app-book-detail',

  templateUrl: './book-detail.component.html',

  styleUrls: ['./book-detail.component.css'],

  encapsulation: ViewEncapsulation.None

})

export class BookDetailComponent implements OnInit {

  book = {};

  constructor(private route: ActivatedRoute, private http: HttpClient) { }

  ngOnInit() {

    this.getBookDetail(this.route.snapshot.params['id']);

  }

  getBookDetail(id) {

    this.http.get('/book/'+id).subscribe(data => {

      this.book = data;

    });

  }

}

Open and edit `src/app/book-detail/book-detail.component.html`. Replace all codes with this.

<div class="container">

  <h1>{{ book.title }}</h1>

  <dl class="list">

    <dt>ISBN</dt>

    <dd>{{ book.isbn }}</dd>

    <dt>Author</dt>

    <dd>{{ book.author }}</dd>

    <dt>Publisher</dt>

    <dd>{{ book.publisher }}</dd>

    <dt>Price</dt>

    <dd>{{ book.price }}</dd>

    <dt>Update Date</dt>

    <dd>{{ book.updated\_at }}</dd>

  </dl>

</div>

**9. Create Angular 5 Component for Add New Book**

To create a component to add new Book, type this command as usual.

ng g component book-create

Add router to `src/app/app.module.ts` routes constant.

const appRoutes: Routes = [

  {

    path: 'books',

    component: BookComponent,

    data: { title: 'Book List' }

  },

  {

    path: 'book-details/:id',

    component: BookDetailComponent,

    data: { title: 'Book Details' }

  },

  {

    path: 'book-create',

    component: BookCreateComponent,

    data: { title: 'Create Book' }

  },

  { path: '',

    redirectTo: '/books',

    pathMatch: 'full'

  }

];

Add 'book-create' link on `src/app/book/book.component.html`.

<h1>Book List

  <a [routerLink]="['/book-create']" class="btn btn-default btn-lg">

    <span class="glyphicon glyphicon-plus" aria-hidden="true"></span>

  </a>

</h1>

Now, open and edit `src/app/book/book-create.component.ts` then replace all with this codes.

import { Component, OnInit, ViewEncapsulation } from '@angular/core';

import { Router } from '@angular/router';

import { HttpClient } from '@angular/common/http';

@Component({

  selector: 'app-book-create',

  templateUrl: './book-create.component.html',

  styleUrls: ['./book-create.component.css'],

  encapsulation: ViewEncapsulation.None

})

export class BookCreateComponent implements OnInit {

  book = {};

  constructor(private http: HttpClient, private router: Router) { }

  ngOnInit() {

  }

  saveBook() {

    this.http.post('/book', this.book)

      .subscribe(res => {

          let id = res['\_id'];

          this.router.navigate(['/book-details', id]);

        }, (err) => {

          console.log(err);

        }

      );

  }

}

Modify `src/app/book-create/book-create.component.html`, replace all with this HTML tags.

<div class="container">

  <h1>Add New Book</h1>

  <div class="row">

    <div class="col-md-6">

      <form (ngSubmit)="saveBook()" #bookForm="ngForm">

        <div class="form-group">

          <label for="name">ISBN</label>

          <input type="text" class="form-control" [(ngModel)]="book.isbn" name="isbn" required>

        </div>

        <div class="form-group">

          <label for="name">Title</label>

          <input type="text" class="form-control" [(ngModel)]="book.title" name="title" required>

        </div>

        <div class="form-group">

          <label for="name">Author</label>

          <input type="text" class="form-control" [(ngModel)]="book.author" name="author" required>

        </div>

        <div class="form-group">

          <label for="name">Published Year</label>

          <input type="number" class="form-control" [(ngModel)]="book.published\_year" name="published\_year" required>

        </div>

        <div class="form-group">

          <label for="name">Publisher</label>

          <input type="text" class="form-control" [(ngModel)]="book.publisher" name="publisher" required>

        </div>

        <div class="form-group">

          <button type="submit" class="btn btn-success" [disabled]="!bookForm.form.valid">Save</button>

        </div>

      </form>

    </div>

  </div>

</div>

**10. Create Angular 5 Component for Edit Book**

As usual, we will generate component for edit book. Type this command for doing that.

ng g component book-edit

Add route in `src/app/app.module.ts` so, it looks like this.

const appRoutes: Routes = [

  {

    path: 'books',

    component: BookComponent,

    data: { title: 'Book List' }

  },

  {

    path: 'book-details/:id',

    component: BookDetailComponent,

    data: { title: 'Book Details' }

  },

  {

    path: 'book-create',

    component: BookCreateComponent,

    data: { title: 'Create Book' }

  },

  {

    path: 'book-edit/:id',

    component: BookEditComponent,

    data: { title: 'Edit Book' }

  },

  { path: '',

    redirectTo: '/books',

    pathMatch: 'full'

  }

];

Open and edit again `src/app/book-details/book-details.component.html` and add edit routeLink in the last line.

<div class="row">

  <div class="col-md-12">

    <a [routerLink]="['/book-edit', book.\_id]" class="btn btn-success">EDIT</a>

  </div>

</div>

Now, open and edit `src/app/book-edit/book-edit.component.ts` then replace all codes with this.

import { Component, OnInit, ViewEncapsulation } from '@angular/core';

import { ActivatedRoute, Router } from '@angular/router';

import { HttpClient } from '@angular/common/http';

@Component({

  selector: 'app-book-edit',

  templateUrl: './book-edit.component.html',

  styleUrls: ['./book-edit.component.css'],

  encapsulation: ViewEncapsulation.None

})

export class BookEditComponent implements OnInit {

  book = {};

  constructor(private http: HttpClient, private router: Router, private route: ActivatedRoute) { }

  ngOnInit() {

    this.getBook(this.route.snapshot.params['id']);

  }

  getBook(id) {

    this.http.get('/book/'+id).subscribe(data => {

      this.book = data;

    });

  }

  updateBook(id, data) {

    this.http.put('/book/'+id, data)

      .subscribe(res => {

          let id = res['\_id'];

          this.router.navigate(['/book-details', id]);

        }, (err) => {

          console.log(err);

        }

      );

  }

}

Open and edit `src/app/book-edit/book-edit.component.html` then replace all codes with this.

<div class="container">

  <h1>Edit Book</h1>

  <div class="row">

    <div class="col-md-6">

      <form (ngSubmit)="updateBook(book.\_id)" #bookForm="ngForm">

        <div class="form-group">

          <label for="name">ISBN</label>

          <input type="text" class="form-control" [(ngModel)]="book.isbn" name="isbn" required>

        </div>

        <div class="form-group">

          <label for="name">Title</label>

          <input type="text" class="form-control" [(ngModel)]="book.title" name="title" required>

        </div>

        <div class="form-group">

          <label for="name">Author</label>

          <input type="text" class="form-control" [(ngModel)]="book.author" name="author" required>

        </div>

        <div class="form-group">

          <label for="name">Published Year</label>

          <input type="number" class="form-control" [(ngModel)]="book.published\_year" name="published\_year" required>

        </div>

        <div class="form-group">

          <label for="name">Publisher</label>

          <input type="text" class="form-control" [(ngModel)]="book.publisher" name="publisher" required>

        </div>

        <div class="form-group">

          <button type="submit" class="btn btn-success" [disabled]="!bookForm.form.valid">Update</button>

        </div>

      </form>

    </div>

  </div>

</div>

**11. Create Delete Function on Book-Detail Component**

Open and edit `src/app/book-detail/book-detail`.component.ts then add `Router` module to `@angular/router`.

import { ActivatedRoute, Router } from '@angular/router';

Inject `Router` in the constructor params.

constructor(private router: Router, private route: ActivatedRoute, private http: HttpClient) { }

Add this function for delete book.

deleteBook(id) {

  this.http.delete('/book/'+id)

    .subscribe(res => {

        this.router.navigate(['/books']);

      }, (err) => {

        console.log(err);

      }

    );

}

Add delete button in `src/app/book-detail/book-detail.component.html` on the right of Edit routerLink.

<div class="row">

  <div class="col-md-12">

    <a [routerLink]="['/book-edit', book.\_id]" class="btn btn-success">EDIT</a>

    <button class="btn btn-danger" type="button" (click)="deleteBook(book.\_id)">DELETE</button>

  </div>

</div>

**12. Run and Test the MEAN Stack (Angular 5) CRUD Application**

Now, it's a time for testing the MEAN Stack (Angular 5) CRUD Application.

npm start

And here we are.
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